**Лабораторная работа №7. Функции и замыкания**

*Деструктурирующее присваивание. Глобальный объект. Замыкания, внутренняя работа функции. Объект функции, NFE. Остаточные параметры и оператор расширения.* [*Рекурсия, стек*](https://learn.javascript.ru/recursion)*. Каррирование. Генераторы.*

**Задание:** изучите теорию и решите задачи.

**Задачи:**

1. Пользователь проходит анкетирование, отвечая на вопросы да/нет (модальное окно confirm). Количество ответов «да» и «нет» сохраняются в объекте, который содержит также имя пользователя и его рейтинг – разница ответов «да» и «нет». После каждого ответа пользователь видит в окне количество своих ответов «да» и «нет» и текущий рейтинг (см. рисунок). Разработайте функцию, которая возвращает объект пользователя. Для решения задачи нельзя использовать циклы, глобальные переменные для значений и свойств объекта.
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1. Реализуйте каррированную функцию, которая рассчитывает объем прямоугольного параллелепипеда. Выполните преобразование функции для неоднократного расчёта объема прямоугольных параллелепипедов, у которых одно ребро одинаковой длины.
2. Пользователь совершает покупку (вводит сумму стоимости товаров). Если сумма покупки превышает 200 рублей, то пользователь получает скидку 10%, если более 400 р – 20%. Реализуйте функцию discount(), которая принимает параметр «размер скидки». Параметр S – сумма покупки.
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1. Пользователь управляет движением объекта, вводя в модальное окно команды left, right, up, down. Объект совершает 10 шагов в заданном направлении (т.е. высчитываются и выводятся в консоль соответствующие координаты) и запрашивает новую команду. Разработайте генератор, который возвращает координаты объекта, согласно заданному направлению движения.

**Теория:**

**Рекурсия и стек**

Рекурсия – это приём программирования, полезный в ситуациях, когда задача может быть естественно разделена на несколько аналогичных, но более простых задач. Или когда задача может быть упрощена до несложных действий плюс простой вариант той же задачи. Или для работы с определёнными структурами данных.

В процессе выполнения задачи в теле функции могут быть вызваны другие функции для выполнения подзадач. Частный случай подвызова – когда функция вызывает *сама себя*. Это как раз и называется *рекурсией*.

## [Два способа мышления](https://learn.javascript.ru/recursion" \l "dva-sposoba-myshleniya)

В качестве первого примера напишем функцию pow(x, n), которая возводит x в натуральную степень n. Иначе говоря, умножает x на самого себя n раз.

pow(2, 2) = 4

pow(2, 3) = 8

pow(2, 4) = 16

Рассмотрим два способа реализовать это.

1. Итеративный способ: цикл for:

function pow(x, n) {

let result = 1;

// умножаем result на x n раз в цикле

for (let i = 0; i < n; i++) {

result \*= x;

}

return result;

}

alert( pow(2, 3) ); // 8

1. Рекурсивный способ: упрощение задачи и вызов функцией самой себя:

function pow(x, n) {

if (n == 1) {

return x;

} else {

return x \* pow(x, n - 1);

}

}

alert( pow(2, 3) ); // 8

Обратите внимание, что рекурсивный вариант принципиально отличается. Когда функция pow(x, n) вызывается, исполнение делится на две ветви:

if n==1 = x

/

pow(x, n) =

\

else = x \* pow(x, n - 1)

1. Если n == 1, тогда всё просто. Эта ветвь называется *базой* рекурсии, потому что сразу же приводит к очевидному результату: pow(x, 1) равно x.
2. Мы можем представить pow(x, n) в виде: x \* pow(x, n - 1). Что в математике записывается как: xn = x \* xn-1. Эта ветвь – *шаг рекурсии*: мы сводим задачу к более простому действию (умножение на x) и более простой аналогичной задаче (pow с меньшим n). Последующие шаги упрощают задачу всё больше и больше, пока n не достигает 1.

Говорят, что функция pow *рекурсивно вызывает саму себя* до n == 1.
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Например, рекурсивный вариант вычисления pow(2, 4) состоит из шагов:

1. pow(2, 4) = 2 \* pow(2, 3)
2. pow(2, 3) = 2 \* pow(2, 2)
3. pow(2, 2) = 2 \* pow(2, 1)
4. pow(2, 1) = 2

Итак, рекурсию используют, когда вычисление функции можно свести к её более простому вызову, а его – ещё к более простому, и так далее, пока значение не станет очевидно. Рекурсивное решение задачи обычно короче, чем итеративное.

Используя условный оператор ? вместо if, мы можем переписать pow(x, n), делая код функции более лаконичным, но всё ещё легко читаемым:

function pow(x, n) {

return (n == 1) ? x : (x \* pow(x, n - 1));

}

Общее количество вложенных вызовов (включая первый) называют *глубиной рекурсии*. В нашем случае, она будет равна ровно n.

Максимальная глубина рекурсии ограничена движком JavaScript. Точно можно рассчитывать на 10000 вложенных вызовов, некоторые интерпретаторы допускают и больше, но для большинства из них 100000 вызовов – за пределами возможностей. Существуют автоматические оптимизации, помогающие избежать переполнения стека вызовов («оптимизация хвостовой рекурсии»), но они ещё не поддерживаются везде и работают только для простых случаев.

Это ограничивает применение рекурсии, но она все равно широко распространена: для решения большого числа задач рекурсивный способ решения даёт более простой код, который легче поддерживать.

## [Контекст выполнения, стек](https://learn.javascript.ru/recursion" \l "kontekst-vypolneniya-stek)

Рассмотрим, как работают рекурсивные вызовы. Для этого заглянем «под капот» функций. Информация о процессе выполнения запущенной функции хранится в её *контексте выполнения* (execution context).

[Контекст выполнения](https://tc39.github.io/ecma262/#sec-execution-contexts) – специальная внутренняя структура данных, которая содержит информацию о вызове функции. Она включает в себя конкретное место в коде, на котором находится интерпретатор, локальные переменные функции, значение this (мы не используем его в данном примере) и прочую служебную информацию.

Один вызов функции имеет ровно один контекст выполнения, связанный с ним.

Когда функция производит вложенный вызов, происходит следующее:

* Выполнение текущей функции приостанавливается.
* Контекст выполнения, связанный с ней, запоминается в специальной структуре данных – *стеке контекстов выполнения*.
* Выполняются вложенные вызовы, для каждого из которых создаётся свой контекст выполнения.
* После их завершения старый контекст достаётся из стека и выполнение внешней функции возобновляется с того места, где она была остановлена.

Разберёмся с контекстами более подробно на примере вызова функции pow(2, 3).

### **[pow(2, 3)](https://learn.javascript.ru/recursion" \l "pow-2-3)**

В начале вызова pow(2, 3) контекст выполнения будет хранить переменные: x = 2, n = 3, выполнение находится на первой строке функции.

Можно схематически изобразить это так:

* **Контекст: { x: 2, n: 3, строка 1 } pow(2, 3)**

Это только начало выполнения функции. Условие n == 1 ложно, поэтому выполнение идёт во вторую ветку if:

function pow(x, n) {

if (n == 1) {

return x;

} else {

return x \* pow(x, n - 1);

}

}

alert( pow(2, 3) );

Значения переменных те же самые, но выполнение функции перешло к другой строке, актуальный контекст:

* **Контекст: { x: 2, n: 3, строка 5 } pow(2, 3)**

Чтобы вычислить выражение x \* pow(x, n - 1), требуется произвести запуск pow с новыми аргументами pow(2, 2).

### **[pow(2, 2)](https://learn.javascript.ru/recursion" \l "pow-2-2)**

Для выполнения вложенного вызова JavaScript запоминает текущий контекст выполнения в *стеке контекстов выполнения*.

Здесь мы вызываем ту же функцию pow, однако это абсолютно неважно. Для любых функций процесс одинаков:

1. Текущий контекст «запоминается» на вершине стека.
2. Создаётся новый контекст для вложенного вызова.
3. Когда выполнение вложенного вызова заканчивается – контекст предыдущего вызова восстанавливается и выполнение соответствующей функции продолжается.

Вид контекста в начале выполнения вложенного вызова pow(2, 2):

* **Контекст: { x: 2, n: 2, строка 1 } pow(2, 2)**
* Контекст: { x: 2, n: 3, строка 5 } pow(2, 3)

Новый контекст выполнения находится на вершине стека (и выделен жирным), а предыдущие запомненные контексты – под ним.

Когда выполнение подвызова закончится, можно будет легко вернуться назад, потому что контекст сохраняет как переменные, так и точное место кода, в котором он остановился. Слово «строка» на рисунках условно, на самом деле запомнено более точное место в цепочке команд.

### **[pow(2, 1)](https://learn.javascript.ru/recursion" \l "pow-2-1)**

Процесс повторяется: производится новый вызов в строке 5, теперь с аргументами x=2, n=1. Создаётся новый контекст выполнения, предыдущий контекст добавляется в стек:

* **Контекст: { x: 2, n: 1, строка 1 } pow(2, 1)**
* Контекст: { x: 2, n: 2, строка 5 } pow(2, 2)
* Контекст: { x: 2, n: 3, строка 5 } pow(2, 3)

Теперь в стеке два старых контекста и один текущий для pow(2, 1).

### **[Выход](https://learn.javascript.ru/recursion" \l "vyhod)**

При выполнении pow(2, 1), в отличие от предыдущих запусков, условие n == 1 истинно, поэтому выполняется первая ветка условия if:

function pow(x, n) {

if (n == 1) {

return x;

} else {

return x \* pow(x, n - 1);

}

}

Вложенных вызовов больше нет, поэтому функция завершается, возвращая 2. Когда функция заканчивается, контекст её выполнения больше не нужен, поэтому он удаляется из памяти, а из стека восстанавливается предыдущий:

* **Контекст: { x: 2, n: 2, строка 5 } pow(2, 2)**
* Контекст: { x: 2, n: 3, строка 5 } pow(2, 3)

Возобновляется обработка вызова pow(2, 2). Имея результат pow(2, 1), он может закончить свою работу x \* pow(x, n - 1), вернув 4. Восстанавливается контекст предыдущего вызова:

* **Контекст: { x: 2, n: 3, строка 5 } pow(2, 3)**

Самый внешний вызов заканчивает свою работу, его результат: pow(2, 3) = 8. Глубина рекурсии в данном случае составила **3**.

Как видно из иллюстраций выше, глубина рекурсии равна максимальному числу контекстов, одновременно хранимых в стеке.

Обратим внимание на требования к памяти. Рекурсия приводит к хранению всех данных для неоконченных внешних вызовов в стеке, в данном случае это приводит к тому, что возведение в степень n хранит в памяти n различных контекстов.

Реализация возведения в степень через цикл гораздо более экономна:

function pow(x, n) {

let result = 1;

for (let i = 0; i < n; i++) {

result \*= x;

}

return result;

}

Итеративный вариант функции pow использует один контекст, в котором будут последовательно меняться значения i и result. При этом объём затрачиваемой памяти небольшой, фиксированный и не зависит от n.

**Любая рекурсия может быть переделана в цикл. Как правило, вариант с циклом будет эффективнее.**

Но переделка рекурсии в цикл может быть нетривиальной, особенно когда в функции в зависимости от условий используются различные рекурсивные подвызовы, результат которых объединяется, или когда ветвление более сложное. Оптимизация может быть ненужной и совершенно не стоит усилий.

Часто код с использованием рекурсии более короткий, лёгкий для понимания и поддержки. Оптимизация требуется не везде, как правило нам важен хороший код, поэтому она и используется.

## [Рекурсивные обходы](https://learn.javascript.ru/recursion" \l "rekursivnye-obhody)

Другим отличным применением рекурсии является рекурсивный обход. Представьте, у нас есть компания. Структура персонала может быть представлена как объект:

let company = {

sales: [{

name: 'John',

salary: 1000

}, {

name: 'Alice',

salary: 600

}],

development: {

sites: [{

name: 'Peter',

salary: 2000

}, {

name: 'Alex',

salary: 1800

}],

internals: [{

name: 'Jack',

salary: 1300

}]

}

};

Другими словами, в компании есть отделы.

* Отдел может состоять из массива работников. Например, в отделе продаж работают 2 сотрудника: Джон и Элис.
* Или отдел может быть разделён на подотделы, как отдел разработка состоит из подотделов: sites и internals. В каждом подотделе есть свой персонал.
* Также возможно, что при росте подотдела он делится на подразделения (или команды).

Например, подотдел сайты в будущем может быть разделён на команды сайтА и сайтБ. И потенциально, они могут быть разделены ещё больше. Этого нет на картинке, просто нужно это иметь в виду.

Теперь, допустим, нам нужна функция для получения суммы всех зарплат. Как мы можем это сделать?

Итеративный подход не прост, потому что структура довольно сложная. Первая идея заключается в том, чтобы сделать цикл for поверх объекта company со вложенным циклом над отделами 1-го уровня вложенности. Но затем нам нужно больше вложенных циклов для итераций над сотрудниками отделов второго уровня, таких как sites. А затем ещё один цикл по отделам 3-го уровня, которые могут появиться в будущем? Если мы поместим в код 3-4 вложенных цикла для обхода одного объекта, то это будет довольно некрасиво.

Давайте попробуем рекурсию.

Как мы видим, когда наша функция получает отдел для подсчёта суммы зарплат, есть два возможных случая:

1. Либо это «простой» отдел с *массивом* – тогда мы сможем суммировать зарплаты в простом цикле.
2. Или это *объект* N подотделами – тогда мы можем сделать N рекурсивных вызовов, чтобы получить сумму для каждого из подотделов и объединить результаты.

Случай (1), когда мы получили массив, является базой рекурсии, тривиальным случаем.

Случай (2), при получении объекта, является шагом рекурсии. Сложная задача разделяется на подзадачи для подотделов. Они могут, в свою очередь, снова разделиться на подотделы, но рано или поздно это разделение закончится и решение сведётся к случаю (1).

Алгоритм даже проще читается в виде кода:

let company = { // тот же самый объект, сжатый для краткости

sales: [{name: 'John', salary: 1000}, {name: 'Alice', salary: 600 }],

development: {

sites: [{name: 'Peter', salary: 2000}, {name: 'Alex', salary: 1800 }],

internals: [{name: 'Jack', salary: 1300}]

}

};

// Функция для подсчёта суммы зарплат

function sumSalaries(department) {

if (Array.isArray(department)) { // случай (1)

return department.reduce((prev, current) => prev + current.salary, 0); // сумма массива

} else { // случай (2)

let sum = 0;

for (let subdep of Object.values(department)) {

sum += sumSalaries(subdep); // рекурсивно вызывается для подотделов, суммируя результаты

}

return sum;

}

}

alert(sumSalaries(company)); // 6700

Код краток и прост для понимания. В этом сила рекурсии. Она работает на любом уровне вложенности отделов.

Схема вызовов:
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Принцип прост: для объекта {...} используются рекурсивные вызовы, а массивы [...], являются «листьями» дерева рекурсии, они сразу дают результат.

Обратите внимание, что в коде используются возможности, о которых мы говорили ранее:

* Метод arr.reduce из главы [Методы массивов](https://learn.javascript.ru/array-methods) для получения суммы элементов массива.
* Цикл for(val of Object.values(obj)) для итерации по значениям объекта: Object.values возвращает массив значений.

## [Рекурсивные структуры](https://learn.javascript.ru/recursion" \l "rekursivnye-struktury)

Рекурсивная (рекурсивно определяемая) структура данных – это структура, которая повторяет саму себя в своих частях.

Мы только что видели это на примере структуры компании выше. *Отдел* компании – это:

* Либо массив людей.
* Либо объект с *отделами*.

Для веб-разработчиков существуют гораздо более известные примеры: HTML- и XML-документы. В HTML-документе *HTML-тег* может содержать:

* Фрагменты текста.
* HTML-комментарии.
* Другие *HTML-теги* (которые, в свою очередь, могут содержать фрагменты текста/комментарии или другие теги и т.д.).

Это снова рекурсивное определение. Для лучшего понимания мы рассмотрим ещё одну рекурсивную структуру под названием «связанный список», которая в некоторых случаях может использоваться в качестве альтернативы массиву.

### [Связанный список](https://learn.javascript.ru/recursion" \l "svyazannyy-spisok)

Представьте себе, что мы хотим хранить упорядоченный список объектов. Естественным выбором будет массив:

let arr = [obj1, obj2, obj3];

Но у массивов есть недостатки. Операции «удалить элемент» и «вставить элемент» являются дорогостоящими. Например, операция arr.unshift(obj) должна переиндексировать все элементы, чтобы освободить место для нового obj, и если массив большой, на это потребуется время. То же самое с arr.shift().

Единственные структурные изменения, не требующие массовой переиндексации, – это изменения, которые выполняются с конца массива: arr.push/pop. Таким образом, массив может быть довольно медленным для больших очередей, когда нам приходится работать с его началом.

Или же, если нам действительно нужны быстрые вставка/удаление, мы можем выбрать другую структуру данных, называемую [связанный список](https://ru.wikipedia.org/wiki/%D0%A1%D0%B2%D1%8F%D0%B7%D0%BD%D1%8B%D0%B9_%D1%81%D0%BF%D0%B8%D1%81%D0%BE%D0%BA).

Элемент *связанного списка* определяется рекурсивно как объект с:

* value,
* next – свойство, ссылающееся на следующий *элемент связанного списка* или null, если это последний элемент.

Пример:

let list = {

value: 1,

next: {

value: 2,

next: {

value: 3,

next: {

value: 4,

next: null

}

}

}

};

Графическое представление списка:
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Альтернативный код для создания:

let list = { value: 1 };

list.next = { value: 2 };

list.next.next = { value: 3 };

list.next.next.next = { value: 4 };

Здесь мы можем ещё яснее видеть, что есть несколько объектов, каждый из которых имеет value и next, указывающий на соседа. Переменная list является первым объектом в цепочке, поэтому следуя по указателям next из неё, мы можем попасть в любой элемент. Список можно легко разделить на несколько частей и впоследствии объединить обратно:

let secondList = list.next.next;

list.next.next = null;

![](data:image/png;base64,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)

Для объединения:

list.next.next = secondList;

И, конечно, мы можем вставить или удалить элементы из любого места. Например, для добавления нового элемента нам нужно обновить первый элемент списка:

let list = { value: 1 };

list.next = { value: 2 };

list.next.next = { value: 3 };

list.next.next.next = { value: 4 };

// добавление нового элемента в список

list = { value: "new item", next: list };
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Чтобы удалить элемент из середины списка, нужно изменить значение next предыдущего элемента:

list.next = list.next.next;
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list.next перепрыгнуло с 1 на значение 2. Значение 1 теперь исключено из цепочки. Если оно не хранится где-нибудь ещё, оно будет автоматически удалено из памяти. В отличие от массивов, нет перенумерации, элементы легко переставляются.

Естественно, списки не всегда лучше массивов. В противном случае все пользовались бы только списками. Главным недостатком является то, что мы не можем легко получить доступ к элементу по его индексу. В простом массиве: arr[n] является прямой ссылкой. Но в списке мы должны начать с первого элемента и перейти в next N раз, чтобы получить N-й элемент.

Но нам не всегда нужны такие операции. Например, нам может быть нужна очередь или даже [двухсторонняя очередь](https://ru.wikipedia.org/wiki/%D0%94%D0%B2%D1%83%D1%85%D1%81%D1%82%D0%BE%D1%80%D0%BE%D0%BD%D0%BD%D1%8F%D1%8F_%D0%BE%D1%87%D0%B5%D1%80%D0%B5%D0%B4%D1%8C) – это упорядоченная структура, которая позволяет очень быстро добавлять/удалять элементы с обоих концов, но там не нужен доступ в середину.

Списки могут быть улучшены:

* Можно добавить свойство prev в дополнение к next для ссылки на предыдущий элемент, чтобы легко двигаться по списку назад.
* Можно также добавить переменную tail, которая будет ссылаться на последний элемент списка (и обновлять её при добавлении/удалении элементов с конца).
* Возможны другие изменения: главное, чтобы структура данных соответствовала нашим задачам с точки зрения производительности и удобства.